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Abstract

For an autonomous mobile robot to move around intelligently in its surroundings,
it must possess a map of the environment which it can use to determine where it is,
where it wants to go, and the best way to get there. The ability to successfully navigate
in its surroundings allows the robot to perform more complicated tasks with greater
autonomy. When a mobile robot is introduced into an unfamiliar environment, it does
not have that map available and therefore must generate one itself. Methods currently
exist to perform such a task in an environment where the robot moves about a single
plane. However, this limitation restricts the robot’s movement to a flat and smooth
surface (typically an indoor setting). This project builds upon current map building
techniques to enable a ground-based mobile robot to navigate robustly in an unfamiliar,
more three-dimensional (outdoor) environment. A new map structure has been developed
to store three-dimensional information in a compressed form. It represents the robot’s
environment as a two-dimensional surface existing in three-dimensional space. This map
structure was implemented on an all-terrain outdoor robot for use in urban environments.
The map structure was tested both by comparing generated maps to the environment on
which they were based, and by testing the robots ability to navigate with them. The map
structure has been shown to accurately model the robot’s environment and enable the
robot to navigate in it while requiring few computational resources.

Keywords: mobile robots, 3-D map building, robot localization
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1 Introduction

1.1 Overview

The ability of a robot to move about autonomously in an environment can greatly in-

crease the potential applications to which that robot can be applied. Whether it be moving

boxes from one side of a room to another or exploring a distant planet, an autonomous

mobile robot can be used for a greater range of tasks than its stationary counterparts.

Many methods currently exist which provide a mobile robot with the ability to robustly

navigate autonomously on a flat, smooth surface (essentially a two dimensional environ-

ment). However, such a restriction limits the environments in which a robot can operate.

This project’s focus is to extend the operable environments of a mobile robot by provid-

ing it with the ability to navigate autonomously in a more 3-D environment (i.e., one in

which the ground is not perfectly flat). This project provides a robot with the ability to

determine its location in 3-D space through dead reckoning and localization techniques,

and the ability to represent its environment in a 3-D map structure for use in navigation

tasks.

1.2 Teleoperational Control

In general, robots were created to take over tasks that humans consider to be dull,

dangerous, or dirty [9]. Unfortunately, the current state of technology does not come

close to providing most robots with the reasoning and perception capabilities that they
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would require to robustly carry out their assigned tasks. As a result, most robots are

teleoperated—where a human is controlling the actions of a robot remotely, usually from

an area where he cannot directly see the robot. As the direct controller of the robot, the

operator can incorporate many human qualities such as ingenuity, perception, and decision

making into the actions of the robot. For example, if an autonomous robot observes a dark

region in its environment, it would have to discern what it is. The difference between the

robot identifying it as a shadow or a deep hole could determine whether it moves onto solid

ground or plummets to its destruction. For a human, identifying such an area would be

relatively easy. The operator could look around and determine whether anything around

it could be casting that as a shadow. The operator could also have the robot pick up a

rock and throw it at the black region, observe what happens, and draw a conclusion from

that. The ability for a human to easily perceive its surroundings and determine a course

of action makes teleoperational control an appealing solution for controlling robots.

1.3 Teleoperational Disadvantages

Unfortunately, there are many inherent disadvantages when a robot is teleoperationally

controlled. With teleoperation, high communications bandwidth is required to send in-

formation between the human operator and the robot. The human needs to know the

robot’s current situation and status to make a decision as to its next course of action.

The more information that the operator receives, the better the decision he can make.

This requires a high bandwidth. Additionally, the operator needs to send commands to



8

the robot to tell it what to do. Communications delays can negatively impact the robot

when the distance between the operator and the robot is vast. For example, if a robot

on Mars is moving towards a cliff, the human operator on Earth would not know that

fact for at least sixteen minutes after the cliff was first detected by the robot’s sensors.

If the operator then sends a command for the robot to stop moving, the robot would not

receive it for at least another sixteen minutes. Within this thirty-two minute delay, the

robot could have fallen off the cliff before it was stopped. An additional problem with

teleoperation occur when some robots are so complicated that they might require multiple

operators to control it, thus drawing on human resources. Finally, operators must sit and

stare at a monitor to control the robot—a task that can become fatiguing after a long

time. This defeats one of the purposes of creating robots in the first place—to relieve

humans of tasks that we consider to be dull.

The solution to all of these problems would be to give the robot the ability to deter-

mine its own course of action—to make it autonomous. However, because of the current

limitation in Artificial Intelligence (AI) technology, teleoperation is still considered the

best method of control for tasks where [9, 13]:

1. The tasks are unstructured and not repetitive.

2. The task workspace cannot be engineered to permit the use of industrial manipula-
tors.

3. Key portions of the task intermittently require dextrous manipulations, especially
hand-eye coordination.

4. Key portions of the task require object recognition, situational awareness, or other
advanced perception.

5. The needs of the display technology do not exceed the limitations of the communi-
cation link (bandwidth, time delays).
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6. The availability of trained personnel is not an issue.

The development of the ability in robots to perform those and other tasks autonomously

can prove beneficial. One of the most important abilities for a robot to possess is mobility.

If a robot can be capable of moving about intelligently in an environment (especially an

unfamiliar or dynamic one) on its own, it can then be given more complex and productive

tasks such as searching and gathering information in dangerous and hostile areas.

1.4 Autonomous Mobile Robotics

The field of Autonomous Mobile Robotics is generally concerned with providing a

mobile robot with the ability to move around intelligently in its environment. Four of the

primary focus areas in this field are:

Exploration and Map Making — The ability to move into an unfamiliar environment
and create a representation of that environment (to be used for Localization, Path
planning, and Obstacle avoidance).

Localization — The ability to determine its position using a representation of the en-
vironment it is in.

Path planning — The ability to devise an efficient route between its current position
and the desired goal.

Obstacle avoidance — The ability to avoid running into obstacles.

A robot that can perform these four tasks is able to determine (on its own) where it is, how

to get to where it wants to be, and avoid running into any obstacles while moving towards



10

its destination. This would give the robot the capability of moving around without the

assistance of a human controller. Therefore, the human (or perhaps another program)

would only have to tell the robot where it needs to be, and then wait for the robot to

arrive at its destination instead of controlling it every step of the way.

1.5 Project Goals

As will be discussed in Section 2, current methods of exploration, localization, path

planning, and obstacle avoidance provide a mobile robot with the ability to navigate au-

tonomously in an environment where it moves around on a single plane in space (equivalent

to operating in a 2-D environment). This limitation restricts the robot’s movement to a

flat and smooth surface (typically an indoor environment). The goal of this project is to

develop the capabilities for a ground-based mobile robot that will allow it to navigate in

an unfamiliar, outdoor (more 3-D) environment. The robot must first be provided with

the capability to determine its dead reckoning position in 3-D space. Next, it must be

provided with a map structure which it can use to record pertinent information concern-

ing its surroundings. This map structure must then be able to be used by the robot to

determine where it is (localization), how to get to where it wants to go (path planning),

and any hazards along the way (obstacle avoidance).

If a robot possesses the capability to maneuver itself in an environment where the

elevation of the ground varies, then it can be used in a wider range of environments

and tasked with more complex missions. For example, such a robot can be used to
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assist outdoor military operations in urban terrain by moving ahead to search and gather

information in dangerous and hostile areas. This project will extend the capabilities of the

mobile robot developed at the Navy Center for Applied Research in Artificial Intelligence

(NCARAI), located at the Naval Research Laboratory (NRL) in Washington, D.C. [14].

2 Background

2.1 Historical

The concept of creating a machine to carry out our biddings have been around since

ancient times. For example, the Greek poet Homer once conceived of mechanical maidens

built by Hephaistos (the Greek god of metalsmiths). In 1495, Leonardo da Vinci had

created plans for a mechanical man [12]. However, it was not until the 1950s and 1960s

(when transistor and integrated circuits were invented) that it became possible to even

consider actually constructing a real robot. During those decades, most robots were

either teleoperationally controlled or programed with a predetermined set of movements

to perform (such as the robots used on a manufacturing line). It was not until 1967 that

robots were created with the ability to determine their own movements based on their

given goals. The following provides a brief overview of where artificially intelligent robots

originated and some of the key advancements made since then.
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2.1.1 Shakey

The first work on an artificially intelligent, autonomous mobile robot was performed

at the Stanford Research Institute in 1967 [9]. In this work, a robot named Shakey, which

employed a television camera, range finder, and an off-board computer to perform its

calculations, was created. Shakey was able to perform some basic localization capability

using a world model of its surroundings (which it was provided), its internal odometry,

and the distance and angle to the boundary between the floor and the wall. The observed

distance and angle would be compared to distance and angle that were predicted using

its dead reckoned position and its map. The angular difference between the observed

and predicted values was then used to determine and update Shakey’s calculated position

to its actual position. Due to limited processing speeds and sensors in the late sixties,

it took Shakey over 10 seconds to localize itself. During this time, the robot did not

move so that its positional corrections would be accurate. Shakey could also perform

some basic path planning. It would choose to follow the path that consisted of the

fewest number of turns (which was not necessarily the shortest path) to decrease the

amount of computations it would have to perform. Due to Shakey’s computational and

hardware limitations, along with the methods it employed to perform localization and

path planning, it was restricted to operate in only certain environments (smooth surfaces

with a visible intersection between the floor and the wall) and was unable to find its goal

in complex ones. However, given the time it was created, Shakey provided a tremendous

advancement in the field of robotics [3].
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2.1.2 Work by Hans Moravec

In the late 1970s, Hans Moravec (known as the father of AI robotics) was the first

to successfully incorporate the use of stereo vision for navigation—employing it on The

Stanford Cart. Though the Cart only moved about one meter every 10-15 minutes (with

run times taking up to five hours), it was able to successfully detect, record, and plan

paths around obstacles through the use of stereo vision [1].

In the early 1980s, Hans Moravec incorporated the use of evidence grids on a robot

named Neptune. The information gathered about the robot’s surroundings, through the

use of its stereo vision and sonars, was stored in these grids which provided the robot with

a map of the environment it is in. Incorporation of the evidence grids, which are discussed

in the next section, provides the robot with the capability to generate its own map of the

environment it is in—which it can then use to perform localization, path planning, and

obstacle avoidance. Currently, most robotics research utilizes an evidence grid to help the

robot navigate in its surroundings.

2.2 Current Progress

Mobile robotics has come a long way since 1967. There are currently many different

robust techniques being employed by researchers to take care of their exploration, local-

ization, path planning, and obstacle avoidance needs. In addition, technological advances

in computational hardware and sensors have improved the performance and reliability of

many robotic systems. However, the quest of creating an autonomous mobile robot is far
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Figure 1: The Evidence Grid. (Figure courtesy of the Navy Center for Applied Research
in Artificial Intelligence (NCARAI), Naval Research Laboratory (NRL))

from over. The algorithms currently in use are not perfect and could certainly be built

upon to make a robot more robust and capable. The methods described here are the

ones currently implemented on the robots at NCARAI—they will provide the basis for

our extensions into three-dimensional movement.

2.2.1 The Map Structure

As discussed above, the most common structure used to represent the robot’s envi-

ronment is the evidence grid, as shown in Figure 1 [7]. The space surrounding a robot

is divided into a number of cells arranged in a grid. Associated with each cell is a value

between 0 and 1. The value in each cell is used to represent probabilities that a cell is

occupied or unoccupied. Since an area in space can only be occupied or unoccupied at
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any given time, one probability value can be used to represent both. If p represents the

probability that a space is occupied, then 1− p would represent the probability that the

same space is unoccupied. A probability value of 1 indicates that there is a strong chance

that the space is occupied. If a cell contains a probability of 0, there is a strong chance

that the space is unoccupied (or very little chance that the space is occupied). The mid-

point between these two values (0.5) is used to represent an area where there is an equal

chance of the space being occupied or unoccupied—in other words, the occupancy of the

corresponding location in the world is not known.

When the robot is placed in an unknown environment, all the cells in the grid are

initialized with a value of 0.5. The robot uses the value of 0.5 to represent areas where it

has not been to yet. This will later help the robot to determine where it should move to

explore (map out) an unfamiliar environment. This map representation structure provides

the robot with enough information to plan possible paths and move around—the robot

only needs to know what areas it can move to and where it cannot.

2.2.2 Sensor Noise

The reason why the evidence grids represent the world as a series of probabilities

is mainly to account for Sensor Noise. The term Sensor Noise is used to express the

inaccuracy that exists when a sensor is scanning the world around it. Though the sensors

used today are far more accurate and reliable than the ones back in 1967, they are still not

(and might never be) perfect. Placing a sonar, or laser measurement system, at a fixed
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distance away from an obstacle will provide multiple different distance readings over time.

The situation is made worse if the angle at which the sonar ping (or laser beam) hits the

surface of the obstacle is shallow enough that it is reflected away from the sensor (instead

of back at it). In this case, the ping (or beam) might bounce off a secondary object and

return to the sensor a moment later. Since these sensors determine distance by the time of

flight of the ping (or beam), the delay makes the sensor believe that the obstacle is further

away than it actually is. In addition, sonars are only able to detect obstacles within its

field of view (which starts at the sonar and extends outward in a cone) and determine a

distance to it. They do not have the capability to determine exactly where in its field of

view the obstacle actually is—causing it to increase all the occupancy values in the grid

which are within its field of view at the distance obtained. To complicate matters even

more, the density of the air (since that affects the sonar wave’s time of flight) and the

reflectiveness of the object can also have an effect on the accuracy of the sensor readings.

The examples provided are just some of the problems affecting the reliability of sen-

sor readings. It is therefore necessary to be able to use the information obtained from

the sensors but also account for the fact that the values might not be 100% accurate.

This is accomplished through the use of probabilities. There are currently many meth-

ods available to update the grid probability values with sensor readings. Some of these

techniques include the Dempster-Shafer Theory [11] or Histogrammic in Motion Mapping

(HIMM) [2]. The most commonly used method for updating probability values in evidence
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grids is by using a recursive version of Bayes’ rule [8, 9]:

P (H|sn) =
P (sn|H)× P (H|sn−1)

(P (sn|H)× P (H|sn−1)) + (P (sn|¬H)× P (¬H|sn−1))
(1)

P (H|sn) is the probability that there is an object in a cell, given that the sensor returned

sn. Likewise, P (sn|H) is the probability that the sensor would return the reading sn given

that the cell is occupied (H). P (sn|H) is the sensor model that was built beforehand

by testing the sensor to determine all possible values of H. P (H|sn−1) represents the

probability that the cell is occupied from all previous sensor readings (the value currently

stored in the grid). The ¬H represents the probability that the space is not occupied. This

can easily be computed considering that ¬H = 1−H, making P (sn|¬H) = 1− P (sn|H)

and P (¬H|sn−1) = 1 - P (H|sn−1). This is the updating method used by the NCARAI

group at NRL for their experiments.

2.2.3 Exploration and Localization

If a robot were to be placed in an unfamiliar environment, for which it does not have

a record, it would have to create a map in order to move around intelligently in that

environment [14]. To create this map, the robot must perform sensor sweeps at various

locations to determine where any obstacles are. The predicament is that in order to

generate a map, the robot must be able to determine where it is (so it can incorporate

its multiple sensor readings into the correct position in the map), in order to do that, it

needs a map. The issues of exploration and localization are closely tied to each another to
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Figure 2: Nomad 200 Robot. (Photograph courtesy of NCARAI, NRL)

produce a working map of the environment that the robot can then use to move around

intelligently.

The team at NCARAI has developed an efficient algorithm to resolve this dilemma.

The group uses a Nomad 200 robot, shown in Figure 2, which implements the mobile robot

system ARIEL (Autonomous Robot for Integrated Exploration and Localization) for their

experiments. The robot’s sensor suite consists of two bump detectors, 16 infrared sensors,

16 sonars, and a structured light range finder. The ARIEL system requires the integration

of the robot’s exploration and localization capabilities to map its surroundings and move

around at the same time. When placed in an unfamiliar environment, the robot generates

a sonar image of its immediate surroundings (the area within the range of its sensors).

Using that image, it is able to determine where its frontiers are (i.e. the border between

its recorded and unrecorded regions)—(Figure 3). It can then move to those frontier
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Figure 3: Frontier Exploration. (Figure courtesy of NCARAI, NRL)

locations and rescan the environment. This technique is known as frontier exploration.

The robot continues to identify and move to new frontiers until all the areas within its

traversable boundaries have been scanned, thus creating an initial map.

One of the most basic ways in which a mobile robot estimates its position is through

dead reckoning. Using this method, the robot approximates its orientation and position

with the information it receives from its motors. The robot can determine how much it

turned, how far it traveled, and what direction it is facing based on the direction, speed,

and duration each motor was turning. However, as the robot transits from one point

to another, differences occur between its calculated position (through dead reckoning)

and its actual location. Such disparities occur as a result of the robot’s imperfect motor

controls and its interaction with the real world (where the robot’s position could shift

due to environmental factors such as a slippery surface). The longer the robot maneu-

vers based solely on its plotted dead reckoning position, the less accurate its estimated



20

position becomes. Adding information to a map requires that the robot know its position

within that map. However, if the robot calculates its position based solely on its internal

odometer, it is likely that the map it generates will be inaccurate and unusable. The

diagram displayed by Figure 4(b) is a map of a hallway that was generated through dead

reckoning and exploration. When compared to what the map is suppose to look like, in

Figure 4(a), we see the need for the robot to be able to determine its position with greater

accuracy.

To maintain an accurate estimation of its position, the robot employs a method known

as continuous localization [14]. This process requires that the robot generate a series of

short-term maps of its surroundings. The robot first creates a new short-term map of the

local area and updates it using its current sensor readings. After a predetermined amount

of movement (or time), it creates another short-term map that it updates with its new

sensor readings. It also updates all the short-term maps created before it. As the robot

creates more and more short-term maps, it will eventually reach the maximum number of

maps allowed (set ahead of time). Before the robot creates another map, it takes the most

“mature” map (the oldest one) and uses it to determine where the robot actually was at

that time by comparing its short-term map to its long-term map by means of a registration

process. It then takes the x, y, and yaw (turn) offset (determined by the registration

process) to correct its odometry. The short-term map used for this localization is then

discarded and a new map is created. The continuous localization process is illustrated

in Figure 5. The reason why short-term maps are continuously created, used for a brief
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(a) Actual map of hallway.

(b) Frontier-based exploration without localization.

(c) Frontier-based exploration with localization.

Figure 4: Exploration and Localization: 3 Maps of a Hallway. (Figures courtesy of
NCARAI, NRL)
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Figure 5: Continuous Localization. (Figure courtesy of NCARAI, NRL)

duration, and then discarded is because the robot’s internal odometer is fairly accurate

when determining its position for short distances but becomes more and more unreliable

as its movements increases. If a robot performs a scan of an area without moving, its

profile of the world around it will be very accurate (since it has incurred no odometric

error). However, the map it creates (from its sensor readings) will be nothing more than

a few scattered points). Therefore, the robot needs to move around to create a more

detailed (and usable) map. As the robot initially moves around, it will incur a small

odometric error while updating its map. If this error is small enough, the map produced

will still be fairly accurate. Eventually, these small errors will accrue until they can no

longer be ignored. Any additional sensor readings added to the map at this time would

only distort it. It is at this point that the robot must take its short-term map (with the
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level of detail it was afforded to gather by this time) and update its position by comparing

it with the long-term map through a registration process. By constantly creating a series

of these fairly accurate short-term maps, the robot is able to accurately estimate (and

correct) its position while moving around.

The robot also has the ability to change its long-term map based on its short-term

images [14]. Once the robot determines the positional offset between its mature and long

term map, it can then combine the two to create an updated long-term map. Since the

short-term maps are the most recent representations of the environment, it might contain

some information which was not available when the long-term map was created. By being

able to update its long-term map, the robot is more capable of adapting to a changing

environment. For example, if a certain area along a robot’s path is suddenly blocked, it

will be able to record that information in its short-term map. Meanwhile, the robot’s

long-term map still holds that area to be traversable. Once the two maps are combined,

the long-term map will be updated with the blocked passage and that information can be

used in the future.

With this ability, the robot is able to fine-tune its main map through multiple sweeps

from different positions. With each sweep and alteration, the long-term map becomes

more accurate, enabling the robot to perform a more precise estimation of its location.

Figure 4(c) shows the map of the same hallway generated though the use of exploration

and localization.

Unfortunately, the current continuous localization algorithms are not too robust. If the
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registration process produces an inaccurate correction, the robot will be moved sightly off

track. Subsequent registrations might be able to correct for the previous error. However,

if the error is great enough, then the following registrations would also fail—causing the

robot to lose an accurate estimate of its position. If the robot is also updating its long-

term map with the short-term ones created, then the long-term map will become more

and more distorted and end up unusable.

2.2.4 Path Planning

The path planning method employed by the robots at NCARAI is a wavefront prop-

agation based algorithm called Trulla [10]. This algorithm starts with the location of the

goal. The algorithm then examines all the unoccupied immediate neighbors of the goal

and sets them to “point” to that cell, as show in Figure 6. The algorithm then makes the

next set of neighbors point to the previous set. The algorithm will continue to “radiate”

outward from the goal until all accessible, unoccupied cells are marked with a direction

along a path that will lead to the goal. This will create a map so that the robot, no

matter where it is placed, will be able to find its way to the goal by following the field

lines.

One benefit of computing the path for each location on the map can be seen when a

robot has to divert from its path to avoid an obstacle that was not on the map. After

reactively steering clear of that obstacle, the robot can then pick up the path from its new

location. Another advantage of this algorithm is that undesirable areas can be weighted
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(a) Map with Goal. (b) Immediate Neighbors.

(c) Next Set of Neighbors. (d) Map with All Paths Drawn.

Figure 6: TRULLA.
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to slow the wavefront propagation through that area. This would allow paths which

are more desirable to spread faster and reach more cells than undesirable paths. Once

a cell has been marked, it will not be changed (since there might be more than one

path leading to the goal from a single location). Using this method, the more desirable

path would reach and mark that cell first. However, the most desirable path could be

a shorter path through an undesirable region. Fortunately, the wavefront propagation

“naturally handles the trade-offs between a longer path through desirable terrain versus

taking shortcuts through less desirable terrain.” [10]

2.3 Current Limitations

All of the development and testing of the mobile robots at NCARAI are currently being

performed within a controlled laboratory where the robots move around on a smooth, flat

surface. By taking advantage of an environment in which the robots can perceive in

just two dimensions, the task of developing their exploration and localization capabilities

were simplified. By eliminating many variables, the Nomad 200 robot could focus its

limited computational power (an Intel 120 MHz Pentium processor) on a more tractable

problem [3]. In this environment, the smooth, flat floor of uniform composition can be

represented as a single plane. The obstacles and walls have angular contours and are

made of reasonably reflective materials. However, such an ideal environment is rarely

found outside a laboratory environment where a mobile robot will likely be used.

A primary concern with introducing a robot into a three-dimensional environment,
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such as an outside environment, is that the robot will be able to traverse on more than

one plane. With this added complexity, the robot will also need to have the capability

to determine its roll, pitch, and elevation. From this data, it can determine its three-

dimensional location and orientation in the environment and update its world model (its

map). Once the robot is recording three-dimensional information, the map representation

structure must be changed to be capable of storing such data. Its localization algorithm

will also have to be modified to work with the new map structure.

2.4 Related Work

There has been some research performed in the area of creating a 3-D model of both in-

door and outdoor environments. However, the 3-D environmental models of those projects

are not the types of models that can easily be used to assist a robot in navigating in its

environment. For example, a project [5] was designed to create a 3-D map of a corridor by

moving the robot down the corridor while having it record a profile of the distance around

it (in a plane perpendicular to its direction of travel). Using this data, the robot then

merged the individual sensor readings to create polygons to represent those surfaces. The

result was an accurate 3-D representation of the room from the ground up. The robot

in that project was only able to move in a 2-D plane, which is not suitable for a robot

moving in an outdoor environment. In addition, it took close to six hours to compute

the 3-D map mentioned above. For a mobile robot which will need to generate its own

map, having to wait a few hours before it can actually use its map would pose a serious
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problem.

2.5 The Required Map Structure

The map representation structure that needs to be created must be able to store the

3-D information of the environment—this includes the presence of ramps, curbs, hills,

ditches, and holes [9]. In addition, since the robot’s altitude can change as it moves

around, a situation could exist where the robot can be in the same x and y position

in the world but at different altitudes. These conditions must be represented in such

a way that the robot can easily extract the needed information from the map for it to

perform its exploration, localization, path planning, and obstacle avoidance tasks quickly

and efficiently. The 2-D map building algorithms currently implemented on the robots at

NCARAI must be changed to receive 3-D sensor readings and incorporate that information

into a map structure that will be able to represent 3-D information.

3 The Robot in a 3-D World

3.1 Robot Details

The robot being used for this project is the ATRV-Jr. (built by iRobot�)—as shown

in Figure 7(a) [4]. The sensors on the ATRV-Jr. include 17 sonars, 2 SICK� Laser Mea-

surement System (LMS), a Dynamic Measurement Unit (DMU), and a TCM2� Compass.

Each of the 17 sonars return a value that provides 181 distance readings between itself and



29

(a) The Enhanced ATRV-Jr.

(b) Side View (c) Top View

Figure 7: The ATRV-Jr.
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the nearest obstacle within the cone of its scanning region. These sensors came built-in

with the robot but are not used in this project. The SICK LMS provides the distance

between itself and the nearest obstacle within a scanning plane (as illustrated by Fig-

ure 7(b) and Figure 7(c)) from 0° to 180° with a 1° angular resolution—returning a profile

of its scanning plane (similar to the image received from a radar). The bottom SICK is

mounted parallel to the robot’s base while the top one is mounted at a 22° downward

angle, shown in Figure 7(b). The addition of the top SICK provides sensor readings on

a different plane than the one on which the robot is moving. This enables the robot to

sense changes in the ground elevation before it moves into that position—giving it a 3-D

ground view of its environment. Without the additional SICK, the sensors will be limited

to scanning a plane that is parallel to the robot. The DMU is an Inertial Navigation

System (INS) which combines three rate gyros and three accelerometers to provide the

robot with its acceleration (along the x, y, and z axes) and angular rotation rate (for its

roll, pitch, and yaw). The TCM2 Compass provides a compass reading along with the

robot’s roll and pitch.

3.2 Roll and Pitch

While the robot is moving on just a flat, smooth surface (basically a single plane), it

is able to determine its position and orientation by keeping track of (and updating) its

x, y, and yaw (orientation) values. These three values are all that the robot needs to

describe its pose (position and orientation in space). While moving around on a single
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plane, it is able to ignore its altitude, roll, and pitch—thereby dramatically simplifying the

computations it needs to perform in determining and updating its is position. However,

now that the robot will not be moving on just a flat surface, the 2-D positional (x, y and

yaw) update method is enhanced to account for the three remaining degrees of movement:

roll, pitch, and z (altitude).

There are two means available on this robot for determining its roll and pitch. The

first is to take those values directly from the the TCM2. Though the values provided by

this sensor are accurate, it takes approximately 3 seconds for the sensor to stabilize on

the true reading. The other method is to use the DMU. To determine the roll and pitch

from the DMU, the angular rotation rate for the x and y axes are used. With the angular

rotation rates and the duration for which the robot is moving its motors, the change in

roll and pitch can be determined and then incorporated into the previous values to obtain

the current roll and pitch. Unlike the TCM2, the DMU is able to provide its updated

readings without any noticeable delay. The robot’s local coordinate system used for these

calculations is shown in Figure 8.

One drawback to using the DMU is its limited accuracy. Through multiple test runs,

it was determined that the values obtained from the DMU are not accurate enough to be

used for calculating the robot’s roll and pitch—regardless of the speed at which the robot

is moving. For example, when the robot was sent up a ramp, it would at first correctly

determine its angle of inclination. However, as the robot keeps moving up the ramp, the

DMU would cause the inclination to drift (due to an actual non-constant drifting of the
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Figure 8: The Robot’s Local Coordinate System.

DMU). Eventually, the robot would think it was going down the ramp when in-fact it was

heading up. For this reason, the TCM2 is used instead while running the robot at slower

speeds—to minimize the error incurred from the stabilization delay. The slower the robot

moves, the less change there is to its inclination (since it could not have moved that far).

As a result, its current roll and pitch would not be that much different to that of a few

seconds ago—so while the TCM2 was stabilizing for past positions, it will be somewhere

close to its current roll and pitch and could therefore be used (with some degree of error).

3.3 The 3-D Pose

With the ability to move and sense objects on multiple planes, the robot needs to

know its position (x, y, and z) and orientation (roll, pitch, and yaw) in 3-D space.

The robot’s new pose description will now comprise of these six values. The values
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for roll and pitch are already known—they are read from the TCM2 as described in

Section 3.2. The value for yaw is obtained from the DMU using the same method described

in Section 3.2 for determining the roll and pitch. The DMU is used to determine the yaw

value because the ATRV-Jr.’s internal odometry determination for its own yaw value is

extremely inaccurate, even more so than the DMU. For example, if the robot were to

make a lap around a room, its internal odometry would place it approximately 40° off

its actual orientation whereas the DMU would only be off about 5°. The compass is not

used for the determination of the yaw since it can be easily affected by any magnetic

disturbances in the area.

Once the orientation of the robot is determined, its position can then be calculated

using some of the information from the robot’s internal odometer. Even though its yaw

value will be inaccurate, the distance traveled can still be used. The new x and y position

of the robot cannot be taken directly from the odometer since it was determined by using

the odometry’s yaw value and does not account for the robot’s roll or pitch. For example,

if the robot traveled 2 meters in the x-direction while on a 30° upward pitch, the the actual

distance that it moved along the x-axis would be: 2× cos(30°) =
√

3 meters. In addition,

it would also have gained a height of: 2× sin(30°) = 1 meter. The z position must be

calculated using the robot’s roll and pitch since there is no altimeter available that would

be capable of providing the robot with its true altitude. Therefore, estimation of the

robot’s position (x, y, and z) must use the internal odometer as well as the information

concerning its roll, pitch, and yaw.
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The internal odometer provides the robot with its estimated x and y position in its local

frame of reference (not the global map frame)—which we can convert into the distance

traveled:

distance =
√

(∆x)2 + (∆y)2 (2)

From this information, the orientation, and robot’s last position, its new pose can be

calculated using the following basic transformation matrices [6]:

To move the robot a, b, and c, units in the x, y, and z direction respectively:

Trans(a, b, c) =


1 0 0 a
0 1 0 b
0 0 1 c
0 0 0 1

 (3)

To rotate the robot ψ degrees about its x-axes (roll):

Rot(x, ψ) =


1 0 0 0
0 cos(ψ) − sin(ψ) 0
0 sin(ψ) cos(ψ) 0
0 0 0 1

 (4)

To rotate the robot θ degrees about its y-axes (pitch):

Rot(y, θ) =


cos(θ) 0 sin(θ) 0

0 1 0 0
− sin(θ) 0 cos(θ) 0

0 0 0 1

 (5)

To rotate the robot φ degrees about its z-axes (yaw):

Rot(z, φ) =


cos(φ) − sin(φ) 0 0
sin(φ) cos(φ) 0 0

0 0 1 0
0 0 0 1

 (6)

Using Equations 3-6, a transformation matrix (T ) describing the robot’s pose in space can

be determined using the following equation (where (a,b,c) represents the robot’s location
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(x,y,z) in space before it started moving, and ψ, θ, and φ represents the current roll,

pitch, and yaw respectively):

T = Trans(a, b, c)×Rot(z, φ)×Rot(y, θ)×Rot(x, ψ) (7)

Since the matrix T describes where the robot was and which way it is pointing, moving

it d distance (calculated from Equation 2) along the its x axis (the direction which it is

pointing) will result in a transformation matrix describing the robot’s new pose:

T × Trans(d, 0, 0) =


o1 o2 o3 Xn

o4 o5 o6 Yn
o7 o8 o9 Zn
0 0 0 1

 (8)

where Xn, Yn, and Zn is the robot’s new 3-D position (and o1-o9 is the orientation in

matrix form).

This is the method used to determine the robot’s 3-D pose for this project. Its posi-

tion (x, y, and z) is determined from Equation 8 and its rotations are the ones used in

Equation 7. A “POSE” module was created which uses the method described above to

serve as the new 3-D internal odometer for the robot. It obtains the required data from

the DMU, TCM2, and the robot’s 2-D (original) internal odometer. The updated pose

(x, y, z, roll, pitch, and yaw) is then determined and used by the robot as illustrated in

Figure 9. All information needed concerning the robot’s pose is now taken directly from

this module—essentially making it the robot’s new internal odometer.
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Figure 9: The POSE Module.

3.4 Determining the Location of Objects in 3-D Space

To be able to update information in the map from sensor readings, the world coordi-

nates of the sensor reading must be determined in order to update the correct position in

the map. This is done by extending the method that is used to determine the robot’s po-

sition in 3-D space. Using the 3-D pose of the robot (obtained from the “POSE” module)

and the location of the sensor on the robot (in relation to the robot’s local coordinate

system (LCS)—Figure 8), the scanning origin (x, y, and z position of the sensor in world

coordinates) and orientation (roll, pitch, and yaw of the sensor) can be determined. Us-

ing (xr, yr, zr, ψr, θr, φr) to represent the robot’s pose (x, y, z, roll, pitch, and yaw

respectively) in relation to the world coordinate system, the transformation matrix for

the robot (Tr) is as follows:

Tr = Trans(xr, yr, zr)×Rot(z, φr)×Rot(y, θr)×Rot(x, ψr) (9)

Computing the transformation matrix for the sensor (Ts) in terms of the robot’s LCS

would be (using xs, ys, zs, ψs, θs, φs to represent the sensor’s position and orientation in
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the robot’s LCS):

Ts = Trans(xs, ys, zs)×Rot(z, φs)×Rot(y, θs)×Rot(x, ψs) (10)

By multiplying these two transformation matrices, the pose of the sensor in the world

coordinate system (Ts′) can be determined: Ts′ = Tr × Ts. The readings obtained from

the sensors are provided in the LCS of the sensor. For example, the SICK returns 181 (x,

y) values for each scan from 0° to 180°. These values represent the x and y distance of

the sensed obstacle from the sensor’s origin. Since Ts′ represent the sensor’s actual world

coordinates (and orientation), converting the sensor readings from the sensor’s LCS to its

world coordinates would require one final transformation. Using xo and yo to represent

the x and y distance of the object from the sensor, Td (the transformation matrix from

the sensor to the object) would be: Td = Trans(xd, yd, 0). Multiplying Ts′ by Td would

then give you To (the position of the obstacle in the world coordinate system).

Using this method, the robot is capable of determining the 3-D location of any object

it picks up from its sensors—enabling it to add the object to its 3-D map.

4 Map Representations

This section will first briefly review the 2-D evidence grid currently used for local-

ization and navigation. An expansion of the evidence grid into a 3-D version will then

be presented, followed by an explanation of why such a map structure will not provide

a feasible solution for robot navigation in a 3-D world. Finally, the creation of a 2½-D

map structure is provided and evaluated. It will show that the 2½-D structure can ad-
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dress many of the drawbacks of using a 3-D evidence grid and can provide many of the

functionalities that a 2-D evidence grid does for an indoor robot. It will also address the

limitations present in using a 2½-D map structure.

4.1 2-D Map Representation

One of the map representation structures used for mobile robot navigation is a one

layered (2-D) evidence grid. As described in Section 2.2.1, this map structure is capable

of accurately representing an environment where the robot only moves around on a flat,

smooth surface. Figure 10 is a 2-D evidence grid representation of Room 105, Building 1,

at NRL (the size of the room is approximately 13 meters x 13 meters and uses a 128 x 128

size evidence grid—16,384 cells). The black dots represent areas where the robot has

not explored yet. The white areas represent unoccupied space while the blocks represent

occupied space. This map structure works fairly well for the type of environment it

represents, but for the reasons mentioned in Sections 2.3 and 2.5, the structure needs to

be altered to accept 3-D information.

4.2 3-D Map Representation

One of the most direct ways to obtain a 3-D map representation structure is to use

a 3-D evidence grid. Instead of using the cells in a 2-D array to store the occupancy

probability for every (x, y) coordinate in space, the cells in a 3-D array can be used to

record the same information for every (x, y, z) location in space. Figure 11(b) and 11(c)
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Figure 10: The 2-D Evidence Grid
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are 3-D evidence grid representations of the same room introduced in Section 4.1. In

these views, the dots representing “unknown” areas are not shown for a better view of

the map. Although, this structure (as it currently stands) does store the 3-D information

obtained from the robot’s sensors, it uses a large amount of memory to store that map.

The number of z layers needed to represent the environment is the factor by which the

2-D evidence grid is increased. This increases the amount of memory needed to store the

map and requires more computations to access and use the map. In addition, the map in

Figure 11(b) and 11(c) only displays a height of 1 meter with a 0.125 meter resolution.

This map is stored in a 128 x 128 x 8 evidence grid (131,072 cells) If a finer resolution is

desired to better represent the variations in ground elevation, or if the robot moves above

or below the map boundaries, the number of z layers would have to be increased—adding

to the size of the map and the computations involved in accessing, retrieving, and using

that map for navigation and localization.

Resolution along the z layer is especially important since it determines whether or not

the robot can move from its current location to another area. A mobile robot such as

the ATRV-Jr. (and many other wheeled robots that are restricted to moving about on a

surface) has a limited ability to overcome vertical obstacles. It will not be able to roll over

obstacles that are above a certain height. For example, the maximum climbing height of

an obstacle that the ATRV-Jr. can roll over is about 0.1 meter. Using that information,

any difference in elevation (from one cell to the next) greater than 0.1 meter would be

considered an obstacle. Taking the robot’s climbing height into account, the 0.125 meter
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(a) Panoramic Photograph of Room.

(b) Bird’s Eye View.

(c) View From Bottom-Left Corner of Figure 11(b)

Figure 11: Room 105 at NCARAI, NRL
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(a) Height Change Not Detected. (b) Change Mistaken to be Within
Tolerance.

Figure 12: Hidden Obstacles.

cell resolution in the maps for Figures 11(b) and 11(c) would have to be made finer so

that the robot can distinguish an obstacle. In Figure 12(a), an obstacle is hidden from

the robot as a result of the cell’s resolution. Increasing the cell resolution to 0.1 meters

will not work either, as shown in Figure 12(b), since the height used to represent each

cell is taken from the center of the cell in world coordinates—the actual height of the

object is not recorded (just the probability that there is an obstacle somewhere in that

cell). In order for the 3-D evidence grid to work, each cell can represent (at the most)

half of the maximum climbing height of the robot. For the ATRV-Jr, it would need a

3-D evidence grid with each z layer representing at most 0.05 meters. To represent the

same area as in Figure 11(b) with the required resolution, a 128 x 128 x 20 evidence grid

(327,680 cells)—20 times the size of the 2-D evidence grid—is used. Even if such a grid

was created, it would only provide the robot with information to navigate in a block of

space 1 meter high. If the robot was to move above or below this 1 meter block, it would

have to create another large evidence grid (or increase the size of its current one). The

memory required to store such a grid, and the computational resources needed to access
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and use such a large structure, makes it unfeasible to implement this map structure for

3-D movement.

4.3 2½-D Space

Another possible representation of the 3-D space is a two-layered, three-dimensional

array. The first two dimensions are used to identify the x and y coordinates of the location

in space—from a bird’s eye view. The third dimension is broken up into two layers. The

first layer is used to represent the relative height of the tallest obstacle at that location

while the second layer stores the probability that the tallest object for that (x,y) location

exists at that height. All heights are stored as a relative measurement in reference to the

robot’s initial position as ground zero. Using an integer to represent millimeters of height,

a map can be created to provide the robot with information in the range of ±32 meters

from the robot’s starting altitude, with a potential accuracy of 1 millimeter.

All of the cells in both layers are initialized to a value of zero. For the first layer

(height), this initialization does not really matter since its value is not used if the corre-

sponding probability (in the second layer) is 0. If the probability value for any cell is 0

(or less than some predetermined value used to represent the minimum probability that

must exist before the height in the first layer is considered to be valid) then the robot

treats that cell as an unknown area and its z value is not used for any calculations. As the

robot moves around, it is able to determine the location of objects around it (including

the ground) and, using the method described in Section 3.4, find its x, y, and z world
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coordinates. The robot would then update the corresponding cell of that x and y location

in the grid with the z value and change the probability value (in the second layer) accord-

ing to the sensor model—which is based on Equation 1. If an object is then detected at

that (x,y) location with an altitude greater than the currently stored altitude, then the

z and probability value will both be updated. The new recorded height will be the new

z value while the updated probability would be based on both the previous height and

probability, along with both the current height and sensor probability in the following

way. If the difference between the two heights is within a certain set range, the new

probability will be a combination of the previous map and current sensor probabilities.

If the height difference is beyond the tolerance set, then the new probability will just be

the probability of the sensor reading. This will allow the maximum height of an obstacle

to be recorded and its probability increased if multiple readings are taken at or within

a certain range of that height. Multiple detections of an object for that (x,y) location

which are below the height range will not affect the probability value for that cell. Since

the probability represents the chance of that location’s height of being the value stored

in the first layer, the exclusion of any readings below a certain predetermined range will

prevent the probability value of that height from being prematurely increased by many

low-level scans.

If a certain cell pair (height and probability) indicates a probability of a certain height,

and a sensor reading indicates an empty space below that height (in situations where the

first few readings were wrong or the object moved), then the probability for that location
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will decrease according to the sensor model (the height will remain unchanged). If there

is no object at that height, then the probability will keep decreasing until it reaches 0—at

which point the height at that location is considered unknown. The next sensor reading

which indicates an object at that (x,y) location will replace the previous value and update

its probability according to the sensor model. Using this method, the map can be updated

to account for a changing environment and erroneous sensor readings.

4.3.1 Obstacle Avoidance—The Ramp

The major drawback of using a 3-D evidence grid to represent an environment is the

size of the grid required to represent changes in elevation (as described in Section 4.2).

The ability to determine the elevation change from one cell to the next is crucial for

the robot when determining if it can (or should) move from one area to the next. For

a 3-D evidence grid, this will require the creation of a fairly large map (depending on

the actual change in elevation experienced). However, for the 2½-D map structure, this

will only require twice the space of a 2-D evidence grid. To show that the 2½-D map

will actually represent changes in elevation that can be used by the robot, two maps

were created of a ramp in back of Building 1 at NRL (as pictured in Figure 13(a)). The

first map (Figure 13(b)) is a 3-D evidence grid using a z cell size of 0.125. As described

in Section 4.2, this map will not allow the robot to accurately differentiate some ramps

from obstacles or even identify many obstacles. The fact that each cell represents 0.125

meter (higher than its 0.1 meter of climbing ability) will prevent the robot from moving
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(a) Photograph of ramp.

(b) 3-D Evidence Grid with a trace of the robot’s recorded altitude moving
down the ramp.

(c) 2½-D map (with SICK readings).

Figure 13: Ramp in back of Building 1 at NRL.



47

to any of the “levels” around it. In addition, the robot will not be able to use the map to

determine actual obstacles within each level (also described in Section 4.2). Even at this

coarse resolution, the size of the map is 256 x 64 x 16 (262,144 cells).

Figure 13(c) is a map of the same ramp created using the 2½-D map structure. By

obtaining the maximum height of an occupied space at each location, the robot can

then use that information to determine where it can and cannot move. As described in

Section 4.2, the height that the ATRV-Jr. can climb is about 0.1 meter. Therefore, if it

calculates a curb to be less than or equal to 0.1 meter, then the robot will determine that

it can move onto that curb. However, if the robot calculates the curb to be greater than

0.1 meter, then it will mark that location as an obstacle and will not try to move through

that area. This method can also be used to determine negative obstacles such as cliffs.

If a drop in elevation is beyond what the robot can handle, it will mark that area as a

non-traversable boundary.

By calculating the difference in height between consecutive cells in the map repre-

sentation, the robot can determine both positive and negative obstacles that it cannot

move past or on. For the ramp, the elevation changes between the cells will be below the

maximum climbing height of the robot (provided that the x and y resolutions are fine

enough), allowing it move up and down a ramp without any problems. Figure 14 was

created using this method. For each cell in Figure 13(c), the maximum distance (in the

−z direction) of that cell’s height to the heights of all its neighbors is used to determine if

an obstacle exists or not. Any neighbors with a height value greater than the current cell
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Figure 14: Converted 2½-D map.

is ignored and the difference will be detected when that higher cell value is computed for

the maximum −z distance. If the resulting absolute distance is greater than the robot’s

maximum climb height, then the cell will be marked as an obstacle—otherwise, it will be

marked as a traversable area. Even though it might only be the boundary between two

cells that is the actual barrier from one location to the next (e.g. a cliff), and each cell

could be used by a robot on either side of the barrier, the higher cell is still marked as

an obstacle. Since each cell represents only a small portion of the world (0.125 meters in

this map), it will not have a noticeable impact on limiting where the robot can move.

The maximum distance from the height of a cell to its neighbors is only determined

in the −z direction to prevent marking the obstacle boundary twice—and at the lower

height (if there was a cliff, taking the −z value would mark the boundary at the top

of the cliff versus at the bottom). Figure 14 is similar to Figure 10 (the 2-D evidence

grid) where the black dots represents areas where the robot has not “explored” yet, the
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white areas represent unoccupied space, and the blocks represent occupied space. Using

the information from the 2½-D map structure (and the obstacle determination method

just described), the robot is able to determine where obstacles and traversable areas are

in a 3-D world. Finally, the size of this 2½-D map is only 256 x 64 x 2 (32,768 cells—as

compared to the 262,144 cells needed by the 3-D evidence grid). By identifying areas

where it can and cannot move to, the robot can now steer clear of any obstacle that it

can detect (obstacle avoidance).

Some robots are able to descend larger distances than they can climb. However, for

the ATRV-Jr., doing so would mean an uncontrolled drop. Taking into account the 2

SICKs (each weighing 4.5 kg) located in front, the robot would probably land on its

“face” if it was unable to control its descent. For the robots that do have different

maximum climbing and descending distances, the information in the 2½-D map can be

used to calculate obstacles based on the direction the robot is traveling. Since this does

not apply to the ATRV-Jr., an actual method to account for such a scenario was not

developed by this project.

4.3.2 Path Planning

Using the method discussed in Section 4.3.1 to determine areas where the robot can

and cannot move to, the 2½-D map structure can also be used to generate paths to a goal

using the TRULLA algorithm described in Section 2.2.4. The converted 2½-D map (Fig-

ure 14) provides TRULLA with all the information it needs to perform its path planning
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algorithm. The areas labeled as traversable in Section 4.3.1’s 2½-D map will be treated

the same as the areas labeled “empty spaces” in the 2-D evidence grid. The algorithm

begins at the goal and propagates to neighboring traversable cells in the same way as in

the 2-D case. As TRULLA “radiates” its field lines from the goal, all “unoccupied” space

which can be reached from the goal (not completely blocked off by the “occupied” spaces)

will be marked with a path to the goal. Whether or not the unknown spaces will serve

as a blocked or traversable area can be decided by the user. For a robot moving in 3-D,

it will be best if these areas are considered blocked (since those areas might hide a large

enough drop to damage the robot). However, if no paths could be found when blocking

the unknown areas off, then the robot will need to explore and identify these areas to

see if it can find a path through there to the goal. Using this method (as illustrated in

Figure 6), all traversable areas which are able to reach the goal will contain a path that

is capable of directing a robot to the goal.

In addition, TRULLA also allows cells to be weighted (to slow the wavefront propa-

gation of a path through certain areas so that a more desirable path would reach a cell

first (as explained in Section 2.2.4)). In the converted 2½-D map, the weight of each cell

can be the height difference between the current cell and the next. For example, if the

robot wanted to move one cell unit from its current location in the direction with the least

effort (most desirable path), it would calculate the height difference between its current

height and the height of its neighbors. If the robot is at height 3 with neighbors of heights

of 2, 3, and 4 units, the difference (and weight for each direction) would be -1, 0 and 1.
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Using the weights to represent the amount of effort needed to move to that area, the

robot would in this case move to the cell with the height of 2 units. This weighing system

which uses the information from the 2½-D map structure can help TRULLA determine

the more desirable path in a rugged environment (with multiple curbs, hills, ramps, etc.).

The TRULLA algorithm demonstrates the ability of the 2½-D map structure to provide a

robot with the information needed for path planning.

4.3.3 Continuous Localization—The Room

To develop and test the Continuous Localization method used for this map structure,

a long-term map of the environment needs to be created. A robot needs to be able to

perform continuous localization and frontier exploration before it is able to generate its

own map. Meanwhile, the development of its continuous localization algorithms requires

the existence of a long-term map for testing. To address this issue, a long-term map will

be created by hand. Since the purpose of continuous localization is for the robot to be

able to update its location based on a reliable long-term map, the map that needs to be

created will have to be as accurate as possible. In order to generate this developmental

long-term map, the exact location of the robot must be known when incorporating scans

into the map. Because it is much easier to determine the exact location (x, y, and z)

of the robot in the laboratory (the floor tiles are all a foot in length and the altitude is

relatively the same) as opposed to the outside ramp, the robot was moved back in the

laboratory for the development of this part of the project. By continuously providing the
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Figure 15: 2½-D Long-Term Map of Room 105.

robot with its exact location in the room, it is able to develop an accurate long-term map

from its sensor readings. Figure 11(a) is a panoramic view of Room 105 (in Building 1 at

NRL—represented by Figures 10, 11(b), and 11(c)) and Figure 15 is the long-term 2½-D

map structure of that room. This map representation is created using a 128 x 128 x 2 size

grid—double the size of the 2-D map in Figure 10 but four times smaller than the 3-D

map in Figures 11(b) and 11(c).

In continuous localization, the short-term maps are compared to the long-term map

using a registration process (Figure 5) to determine the corrections needed to align the two

maps together. The robot takes a short term map and tries to find a matching location

on its long term map. It does this by searching an area in a fixed range around its current

estimated location. This range varies between robots. The registration process will obtain

a match result for a number of shifts along the x and y axes and rotation along the z axis
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from the point where the search was begun. The match score for each map comparison is

determined by taking the sum of the absolute difference between valid cell heights of the

two maps. A low match score will represent a close match whereas a high match score will

indicate large height differences between the two maps (a poor match). Once the results

from all the combinations of shifts and rotations are obtained, the data is then inverted,

normalized, and raised to the fourth power. By inverting the match scores, the correction

with the highest match will now receive the the higher score—likewise, the correction with

the lowest match score will receive the lowest value. Normalizing allows the range to be

reduced to a more usable form (from 0 to 1), and raising it to the fourth power allows us to

clearly identify the best matches and cut out the poor ones. If a few possible registrations

were found to produce a good match score, then the weighted average of these (based on

the actual score) is taken to determine the x, y, and yaw correction to update the robot’s

location. Using the x, y correction, along with the location that the robot thought it

was at during the time it initiated the registration process, the actual x and y position

of the robot can be determined. Going to that cell location in the long-term map will

provide the actual z location of the robot at the time of registration. Taking the difference

between the actual z value and the height at which the robot thought it was will yield

the z correction for the robot. Since the values for roll and pitch are taken directly from

the sensor, they are not subject to any systematic errors and are not corrected for in this

registration. Errors that need be corrected by the registration process are the ones which

accrue as a result of using values which are calculated based on its prior values. Since
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roll and pitch are taken directly from the sensor and are only subjected to sensor noise

(not previous errors), they do not need to be accounted for by this registration process

since the errors will cancel each other out over time. All of the other corrections (x, y, z,

and yaw) will be determined by the registration process and will be used to update the

robot’s location.

Figure 16 follows a remotely controlled robot, running continuous location, in the

room represented by Figure 11(a) (using Figure 15 as its long-term map). Figure 16(a)

displays the robot’s starting location in the room (it is provided with its exact position

in the room). In Figure 16(b), the robot performs its first localization. The darker robot

shadow represents the estimated location of the robot without the localization correction.

The lighter robot image represents the corrected position. The difference between the two

robots is most visible in Figure 17(b). In the other figures, the difference between the two

positions is small enough that the robot’s slightly overlap. Figures 16(a)-17(b) follows

the robot as it travels around the room—displaying the difference between the robot’s

corrected and uncorrected estimates of its position. Figure 17(b) shows the robot after

one lap around the room. After comparing the robot’s actual position in the room with

its corrected and uncorrected estimates, it was determined that the estimated position

of the robot (with correction) placed it 0.047 meters from its actual position (with a 1°

rotation error) while the uncorrected estimate was off by 0.693 meters (with a 6° rotation

error). From this test, it is determined that the robot is able to localize itself using a 2½-D

map structure within the tolerance range of the map (roughly the size of a cell—since
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(a) Initial Starting position in Long-Term Map.

(b) After First Correction.

Figure 16: Continuous Localization using the 2½-D Map—Part 1.
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(a) After Second Correction.

(b) After 14 Corrections.

Figure 17: Continuous Localization using the 2½-D Map—Part 2.
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that is the accuracy of the map).

4.3.4 Limitations

Even though the 2½-D map structure is shown to provide the robot with the ability to

localize itself, the experiment was conducted in a laboratory room. Whether or not the

the map’s localization capabilities will work in the presence of varying ground elevation

(such as the ramp) was not tested. Therefore, it cannot yet be said for certain that this

map structure will truly localize a robot in a 3-D environment.

In addition, as the 2½-D map structure currently stands, it is unable to represent

multi-layered environments such as overpasses or bridges. By only representing one height

measurement for each x-y position, the robot will not be capable of storing more than

one path through a given area. This predicament prevents the robot from obtaining an

accurate representation of its traversable environment (and might cause it to run into

obstacles above it). Though this map structure will allow a robot to move in areas of

varying elevation, it does not provide the robot with the ability to store more than one

level of information at a certain x-y position. Such an issue must be resolved before a robot

can create an accurate representation of its surroundings since overlapping structures do

exist in the environment that this project was created for.

4.3.5 Exploration

Considering the limitations mentioned in Section 4.3.4, if it can be shown that a robot

can use the 2½-D map structure to localize itself while moving around from one ground
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elevation to another, then it can be argued that this type of map structure will allow a

robot to explore an outdoor environment which does not contain any overhead structures

(e.g. bridges, archways, etc.). For a robot to perform the Frontier Exploration described

in Section 2.2.3, it needs to determine where its frontiers are, plan paths to reach those

frontiers, and localize itself along the way. The ability of a robot to perform the latter

two tasks are presented in Section 2.2.4 and 4.3.3 respectively. Determination of the

map’s frontiers can be performed in the same way that is done for a 2-D evidence grid.

The converted 2½-D map displayed in Figure 14 can be interpreted to represent the same

information as a 2-D evidence grid (occupied space, open space, and unknown space).

The frontiers are easily identified as the boundaries between open and unknown space.

As a result, if the conditions mentioned earlier are true, then the robot will be capable of

performing Frontier Exploration.

5 Future Work

5.1 Testing in a 3-D Environment

There are two main issues which must be resolved before this 2½-D map structure can

be used to represent a 3-D environment for an autonomous robot. The first is to determine

whether this map structure will allow a robot to localize itself while its movement causes

its elevation to change. In order to do this, a map of an environment with varying altitudes

must be created and given to the robot. For this project, an accurate map of such an
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environment was unable to be created due to the requirements for such an undertaking.

As described in Section 4.3.3, the creation of an accurate map requires the exact location

and orientation of the robot to be known in order to update the right cells with the correct

height from the sensor readings. For the laboratory room, this was a fairly easy task since

the elevation remained the same (z was constant) and the floor tiles provided a method for

easily determining the robot’s x and y position. Modeling an outside environment proves

to be more difficult. Not only must the x and y distance of the robot be determined, but

the z coordinate must also be measured with regards to some location in space designated

as the map origin. Since there is no easy (cheap and readily available) way to acquire

these measurements, the ability for the robot to navigate in such an environment using

the 2½-D map can not be determined. An alternative to actually measuring the the x, y,

and z location in an outside environment can be provided by building a representation

of such an area (with ramps and other changes in elevation) in the lab. By doing so,

the x, y, and z position of the robot could be determined more easily by using some of

the characteristics of the room to help measure distances. These items can include the

markings of the tiled floor and a constant level from which z can be determined (i.e. floor

or ceiling).

5.2 Multi-Layered Maps

The next issue that must be explored is the ability of the robot to represent a multi-

layered environment—an environment in which the robot can be positioned at the same
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x and y coordinates but at different altitudes (such as being on or under a bridge). As

the current 2½-D map structure stands right now, it is not capable of performing this

task. A full 3-D evidence grid should be able to perform this task since it represents

every cell in space. However, for the reasons explained in Section 4.2, such an attempt

would be infeasible. One solution might be to stack multiple 2½-D maps on top of each

other—having each one represent an altitude range equal to the height of the robot. The

taller the robot, the more altitude each map will cover. Since the robot cannot move to

two different z values at the same (x,y) location that are separated by a distance smaller

than the height of the robot (or else the robot at the lower z level will be overlapped by

the object on which the robot will be on if it was at the higher location), each individual

2½-D map will only need to represent the one layer that the robot can possibly be on for

that altitude range. The 2½-D map has been shown to have the capability of representing

the elevation of an area with a potential accuracy of 1 millimeter. By stacking these 2½-D

maps, a structure similar to a 3-D evidence grid can be created where every z-layer is

now taller in size (requiring less space), more accurate in representing altitude variations

between cells (allowing for better detection of obstacles), and the map will have the ability

to represent multi-layered environments.

5.3 Improving Accuracy and Reliability

Other areas that can be researched and made more accurate include augmenting the

continuous localization algorithm to make it more robust, creating a better sensor model,
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and fine-tuning the method used to convert the 2½-D map into a form similar to the 2-D

evidence grid. As mentioned in Section 2.2.3, the continuous localization algorithms are

not too robust. If the registration process returns an inaccurate correction for the robot’s

position, subsequent corrections should be able to account for that error. If it does not,

then the errors will eventually compound and grow larger until the robot is completely

lost. A more robust continuous localization algorithm should be able to detect a bad

correction and perform a more thorough search.

In this project, the values for the sensor model were roughly determined based on a

few trials and observations. Though the model used did produce fairly decent results,

developing a more accurate model can greatly improve the accuracy of the sensor data

and therefore the map.

One way to more accurately use the data from the 2½-D map would be to change

the way it is converted into the structure similar to the 2-D evidence grid. The current

algorithm implemented for the conversion uses the maximum climbing height of the robot

to determine the cutoff point when assigning traversable space versus a blocked boundary.

Any difference in height between a cell and its neighbor that is greater than the cutoff

value is assigned an occupancy probability of 1 (indicating a obstacle). Any value below

or equal to the cutoff value is given an occupancy of 0 (traversable area). Taking into

account the sensor limitations and noise, it might be better to use the height difference

to determine a probability of occupancy instead of just assigning 0’s and 1’s. This would

prevent a height difference value, which might be just a small amount over the cutoff
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(due to sensor noise), from being immediately labeled as an obstacle. By calculating an

actual probability based on the height difference, the converted map can be more robust

in handling sensor noise and some errors.

6 Conclusions

The 2½-D map structure that was developed for this project was shown to reduce the

size required to store 3-D information of an environment with varying ground elevations.

This was done by recording the altitude of the highest object at each location in the

world (whether that would be the the ground or some obstacle at that (x,y) location).

Using this map structure, the robot was shown to be capable of generating a map of an

outdoor ramp and a laboratory room. Though the map of the ramp was created through

a rough scan, the robot was still able to use that map to determine areas where it can and

cannot move around in. This provided the robot with the ability to determine where the

obstacles (anything it can’t climb over or roll down) are in a 3-D world. By being able to

provide information regarding the location of traversable and blocked areas, the 2½-D map

structure is capable of being used when implementing path planning algorithms (such as

TRULLA). An experiment was also performed which showed that the map structure was

also able to be used by a robot for running continuous localization. Even though the

robot’s ability to localize itself using the 2½-D map was not fully demonstrated, it was

able to do so in the lab.

It appears that this map structure is able to provide a robot with the ability to
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move autonomously in a 3-D environment since it satisfies the four required abilities of

a mobile robot—exploration and map making, localization, path planning, and obstacle

avoidance. However, there are two issues which must be addressed concerning this 2½-D

map structure. The first is the need for an actual 3-D test of the robot’s localization

abilities. To perform this experiment, an accurate map of the 3-D environment needs

to be created. The ability to do so was beyond the resources available for this project

and therefore was not performed. The other issue deals with mapping in a multi-layered

environment. As the map structure currently stands, it is not capable of representing

more than one layer of travel for the robot. A consideration for future work would be to

stack multiple 2½-D map structures together to represent multiple overlapping layers for

a robot. Since the height of each individual 2½-D grid in the stack will be equal to the

height of the robot, more space is represented in a fewer number of cells (as compared to

a 3-D evidence grid) while providing the accuracy of the 2½-D grid.

The 2½-D map structure is capable of performing the four basic abilities required of

a mobile robot. It still needs further testing of localization in a full 3-D environment,

however the results shown here indicate that it should perform suitably in that task. The

model also needs to be extended so that it can represent multiple overlapping layers. The

extension would complete the system, and the robot could then use it to navigate itself

in a 3-D environment.
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